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Abstract—Vulnerability discovery technology becomes more 

and more important in software development and network 

security. This paper presents the classification of vulnerability 

discovery technologies and discusses the advantages, 

disadvantages and the extent of application of each class. Then 

we emphasize the procedure and the improvement methods of 

the Fuzzing test combined with protocol analysis. Furthermore, 

according to protocol vulnerability discovery methods, we 

analyze the issues of network vulnerability discovery and 

propose the directions of future research. 

 

Index Terms—vulnerability discovery, fuzzing test, protocol 

analysis, network vulnerability 

 

I.  INTRODUCTION 

People should attach great importance to the security of 

any communication product. There are vulnerabilities in 

almost all kinds of software and system, and the attackers 

tend to find them within a short time. Then the attackers may 

use the vulnerabilities to steal data and information or to 

make the target work abnormally or even crash. Therefore, it 

is very important to discover the vulnerabilities and remove 

them before the attackers make use of them. 

Vulnerabilities refer to the defects of the system, which 

are generated in the design and development including pre 

and post configuration application. They affect the safety 

performance of the system seriously. Generally, 

vulnerabilities are caused by nonstandard writing of the 

procedure or imperfect system architecture. Reference [1] 

elaborates the definitions of information security 

vulnerabilities in different periods. 

So far, people have studied vulnerabilities in many IT 

fields. 

 Reference [2] discussed and studied the vulnerabilities of 

the computer system. It introduced the present condition of 

network security, researched computer vulnerabilities and 

exposures (CVE) in depth from the manifold point, and 

established the Chinese version of the CVE standard. G. 

Lorenz and his colleagues studied the vulnerabilities of SS7 

telecommunications network and presented an attack 

taxonomy. They also described the architecture of a system 

for detecting and responding to SS7 network attacks [3]. 

Reference [4] analyzed test model for security vulnerability 

in Web controls and put forward an improved test model. 

Reference [5] made a model-based vulnerability analysis of 

IMS network. It established a comprehensive vulnerability 

analysis model of IMS network based on TVRA method and 

made a systematic analysis of it. Ronald W. Ritchey and the 

others pointed out the vulnerabilities which come from the 

multi-host architecture in the network. They also analyzed it 

using model checking [6]. Frank Piessens proposed a 

structured taxonomy of software vulnerabilities, analyzing 

the common vulnerabilities of the software and classifying 

the most frequently occurring causes of vulnerabilities to 

avoid common pitfalls [7]. Reference [8] discussed the 

methods for the prevention, detection and removal of 

software security vulnerabilities. It gave a brief description 

of the source code security checkers available to partially 

automate security analysis of the software and made a 

discussion of functional programming techniques. Simon 

Byers and his colleagues performed a brief analysis of the 

movie production and distribution process and identified 

potential security vulnerabilities that may lead to 

unauthorized copies becoming available to those who may 

wish to redistribute them. They also offered 

recommendations for reducing security vulnerabilities in the 

movie production and distribution process [9]. 

 In addition, people refine the object to analyze the 

vulnerabilities of a particular software or system to study 

other similar products. For example, Matt Bishop studied the 

vulnerabilities of the UNIX system and network and made 

an analysis of how to use Protection Analysis to improve the 

security of existing systems, and how to write programs with 

minimal exploitable security flaws [10]. 

The research of vulnerabilities is greatly helpful to 

improve the security performance of the system. It also plays 

an important role in improving network security. The 

research of vulnerabilities mainly includes vulnerability 

discovery, vulnerability analysis and vulnerability 

exploitation. 

Vulnerability discovery 

Vulnerability discovery refers to exploring and finding 

out the potential vulnerabilities of the system using different 

kinds of detection technologies and exploration tools.  
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Vulnerability analysis 

Vulnerability analysis refers to analyzing the 

vulnerabilities which have been discovered, evaluating the 

threat levels and the utilization value, determining the effect 

they may result in and providing a basis for the following 

patching. 

Vulnerability exploitation 

Vulnerability exploitation means the concrete exploitation 

of the vulnerabilities that have been discovered, including 

both the attack using the vulnerabilities and the defense 

against the vulnerabilities. 

Logically, vulnerability discovery is the basis of 

vulnerability analysis and vulnerability exploitation. At the 

same time, it is the prerequisite of concrete analysis and 

assessment. 

This paper discusses the classification, advantages and 

disadvantages of vulnerability discovery technologies and 

also introduces some applications of the current ones. 

Nowadays we rely on communication network increasingly. 

And the number of terminal equipment which is connected 

to the network is very large. If there are vulnerabilities in the 

network, it will be a great threat to the security of personal 

information. Vulnerabilities of the network commonly occur 

on the communication protocols or the network architecture. 

So here we discuss the popular technologies of protocol 

vulnerability discovery and network vulnerability discovery. 

II.  STUDIES AND CLASSIFICATION OF VULNERABILITY 

DISCOVERY TECHNOLOGIES 

A.  Studies of Vulnerability Discovery Technologies 

In recent years, vulnerability discovery technology 

becomes more and more important in the fields of software 

and system. It has been an indispensable aspect. The security 

personnel can find out the vulnerabilities of the system using 

vulnerability discovery technology and remove them in time 

in order to ensure the safety of the system. The ideal goal of 

vulnerability discovery technology is to detect the 

vulnerabilities totally automatically and to adjust adaptively. 

However, there are several problems in the current detection 

technologies, such as unique target, low efficiency and high 

rate of false alarm and missing report. 

For the reasons above, people research vulnerability 

discovery technology constantly to overcome such problems. 

Ziyad S. AI-Salloum and his colleagues proposed a 

link-layer-based vulnerability discovery method to probe 

vulnerabilities within an enterprise network [11]. Reference 

[12] proposed a new Fuzzing method using multi data 

samples combination. Sung-Whan Woo and the others 

analyzed the vulnerability discovery process in web 

browsers and presented a quantitative characterization of 

browser vulnerabilities [13]. Andy Ozment pointed out that 

many software vulnerability discovery processes are 

unsound. He proposed a standard set of definitions relevant 

to measuring the characteristics of vulnerabilities and 

discovery processes and described the theoretical 

requirement of the vulnerability discovery models [14]. 

Omar H. Alhazmi and the others described and evaluated 

some new vulnerability discovery models for major 

operating systems. They also discussed the applicability of 

the proposed models and the significance of the parameters 

involved [15]. Reference [16] proposed a new Weibull 

distribution based on vulnerability discovery model and 

compared it with the existing AML Model. 

B.  Classification of Vulnerability Discovery 

Technologies 

Table 1 shows the classification results under different 

rules. 

TABLE I.  
CLASSIFICATION RESULTS UNDER DIFFERENT RULES 

Rules 
Operation of the 

target 
Mastery of the target 

Classification 

results 

Static analysis White-box testing 

Dynamic analysis Black-box testing 

Combined analysis Gray-box testing 

 

Vulnerability discovery technologies can be classified 

into static analysis and dynamic analysis according to the 

operation of the target [17]. Furthermore, we can also 

combine them. Reference [18], for example, proposed a 

static program analysis assisted dynamic software 

vulnerability discovery method. 

Static Analysis 

Static analysis refers to the analysis in which we do not 

need the actual operation of the target, but only do with the 

mastered data of the target. We just detect the logical 

problems, grammatical mistakes and implementation issues 

by analyzing the source code or the structure systems. 

Static analysis does not need the target to be in motion. It 

has such advantages as simple operation and high detection 

speed. And if we discover the vulnerabilities, we could 

ascertain the cause quickly and remove them timely. 

 However, static analysis has the following disadvantages. 

First, it has a high degree of dependence on the data of the 

target. We need to have the source code of the target or the 

assembly code which are gained by disassembling. Second, 

it needs a testing rule base with a high degree of coverage to 

reduce the rate of missing report. It also needs to update the 

testing rule base constantly. Third, it always has a high rate 

of false alarm, so it will take a lot of manpower to screen the 

result and the analyst has to have a good work experience. In 

addition, static analysis lacks of the ability to discover the 

vulnerabilities which may emerge during the execution 

process. However, the source code is not always open. So 

this analysis method has certain limitations. Generally, it is 

used to test and improve the safety performance of the 

software by the manufacturer. Although we can get the 

assembly code or the scripting language of the procedures by 

taking advantage of reverse engineering, it will cost too 

much time, manpower and resource and need experienced 

researchers. 

Static analysis technology [1] mainly includes lexical 

analysis technology, data flow analysis technology, symbolic 
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execution technology, model checking technology and so on 

[19]. 

Dynamic Analysis 

Dynamic analysis refers to recording and analyzing the 

status and the output data of the target during the run session 

to find out the vulnerabilities. 

It monitors the status of the target during the run session 

and discovers the vulnerabilities by detecting and analyzing 

the abnormal situation. The rate of false alarm, in this case, 

could be relatively low. Besides, we can input the testing 

data to the target during its running and analyze its output or 

response to detect the vulnerabilities. In this case, we need to 

construct suitable testing data. Otherwise, there will be too 

many false alarms and missing reports, leading to 

inefficiency. 

Inputting and tracking testing method, stack comparison 

method and fault injection analysis are common dynamic 

analysis methods [20]. 

In addition, we could also divide vulnerability discovery 

technology into white-box testing, black-box testing and 

gray-box testing according to the mastery of the target [21]. 

Detecting the vulnerabilities when the source code or design 

information is mastered is called white-box testing. If we do 

not have the original materials, we could only input testing 

data and observe the results. The detecting in this situation is 

called black-box testing [22]. And the situation of the 

gray-box testing ranges between the two cases above. In this 

case, we do not have the original materials, but we can get 

the assembly code or other information through reverse 

engineering. 

III.  PROTOCOL VULNERABILITY DISCOVERY 

There are many kinds of vulnerabilities in network 

protocols [23]. People have made certain progress in the 

field of protocol vulnerability research, but generally for a 

specific protocol. Reference [24], for example, studied the 

vulnerabilities of EMAP (an efficient radio frequency 

identification mutual authentication protocol). Reference [25] 

detected the vulnerabilities of SIP in the IMS network and 

established vulnerability discovery models on the basis of 

Fuzzing. 

 We can use static analysis method, dynamic analysis 

method or their combination to detect the vulnerabilities of 

the protocols. Static analysis method for protocols is mainly 

dependent on the source code of the protocol. It analyzes the 

realization of the related field of the source code to find out 

the security problems of the code. Meanwhile, it combines 

the corresponding functions in the specific field to discover 

the vulnerabilities of the protocol. However, since the 

protocol is always being used to carry relevant information 

or to achieve particular control in the communication 

process, it relates to specific operation of the protocol in this 

process. Therefore, using dynamic test to discover protocol 

vulnerabilities is more intuitive and specific. Currently, most 

vulnerability discovery technologies for protocols are based 

on dynamic analysis or utilize dynamic analysis for auxiliary 

proving. And utilizing Fuzzing to detect vulnerabilities of 

the protocols is a common method of dynamic testing. 

A.  Fuzzing Test 
Fuzzing was first proposed by Miller B.P. and his 

colleagues [26]. And it was first used to find out reliability 

problems. Then it was widely used in the fields of 

vulnerability discovery. Microsoft always detects the 

vulnerabilities of its products before formally pushing them 

to the market. And 20% to 25% of the security 

vulnerabilities are discovered using Fuzzing [27]. 

The idea of Fuzzing test comes from black-box testing. It 

is less demanding on the mastery of the source code or other 

original data of the test object. It constructs the test cases 

according to certain formation rules (changing the value of 

the data or increasing the length of the data randomly). Then 

input the cases into the external interface of the target, 

analyze the running condition of the target to judge whether 

the target works abnormally or not, and then find out the 

vulnerabilities. Generally, the cases constructed are 

malformed and aggressive. They are semi-effective to be 

distinguishable and processible. And the cases, at the same 

time, would make the target fail in the course of processing 

the malformed part and work abnormally or even crash. The 

flow of Fuzzing is shown in Fig. 1. 

Formation rules

Construct the test cases

Input the cases into the external 
interface of the target

Target running 

abnormally？

Record for further screening 
and analysis

Yes

No

 

Figure 1. The basic flow of Fuzzing test 

We simulate the network communication flow when we 

detect the vulnerabilities of the protocol. We construct the 

malformed protocols as the testing cases and simulate the 

interaction between the entities and monitor the running state 

of the target. If the result is abnormal, it will be recorded for 

further screening and analysis. If the system does not process 

the cases, the cases will be discarded and new testing cases 

will be constructed. Vulnerability discovery using Fuzzing 

test has several advantages. On one hand, we do not have to 

know the source code or the working details of the system. 

On the other hand, this method has a high degree of 

automation. 
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However, protocol vulnerability discovery using Fuzzing 

is inefficient. Fuzzing test constructs the malformed 

protocols mainly through changing the length of the packet 

and the characters in certain positions. Cases constructed in 

this way may be more likely to be discarded. Then it will 

take a long time to do the testing. 

In order to solve such problems, researchers combine 

protocol analysis [28] or specific algorithms with Fuzzing to 

increase the processed probability of the semi-effective 

cases. 

B.  Fuzzing Test Combined with the Protocol Analysis 
Before we start protocol vulnerability detection, we can 

analyze the protocols first. Then we may construct suitable 

testing cases. Protocol analysis refers to the research and 

analysis of the structural features of the protocol, the 

environment and the way of use, the specific function and 

realization method. It includes resolving the meaning and 

function of every field in the protocol. There is a standard 

form of a protocol. Through analyzing the protocols, we can 

distinguish the functions of each part of the protocol and 

ascertain the changeable part and the unchangeable part. In 

the construction process of the test cases, changing certain 

data and keeping the fixed part according to the results of 

protocol analysis can reduce the blindness of construction 

and increase processed probability. Fuzzing test flow 

combined with protocol analysis is shown in Fig. 2. 

Get sample data

Protocol analysis

Rule base of the test cases

Target running 

abnormally？

Record for further screening 
and analysis

Yes

No

Extract the test cases 
for testing

Updating

Building

 

Figure 2. Fuzzing test flow combined with protocol analysis 

Thus, the rule base of the test cases is built by analyzing 

the content of the packet in the workflow before the 

malformed protocols are constructed. Then extract the test 

cases for testing. It will record and wait for further analysis if 

the target works abnormally. And if the target works 

normally or does not respond, the results will be fed back to 

the database for updating and there will be a new round of 

testing. 

For example, in view of SIP (Session Initiation Protocol, 

an application layer signaling control protocol based on text) 

vulnerability discovery, we can first resolve it for a certain 

environment (Fig. 3 is a SIP parsing example). Then we 

change the value of each field according to its meaning and 

send the changed protocol. And the last step is to record and 

analyze the relevant response. For example, to detect the 

network resource vulnerabilities of SIP, we may change the 

value of Max-Forward or CSeq field, send the changed 

protocols as test messages, record and analyze the changes 

of system processing delays. 

 

Figure 3. SIP parsing example 

Analyzing the protocols before constructing the cases can 

improve testing efficiency significantly and reduce the 

blindness of the testing. At the same time, we can build the 

rule base of a certain protocol to provide basis for 

vulnerability discovery of similar protocols in future work. 

The problems in the Fuzzing test based on protocol 

analysis are as follows. 

The realization of the protocol analysis process 

Analyzing and finding out the changeable part of the 

protocols automatically and completely are the key to 

construct the cases successfully. It will directly determine the 

efficiency and the rate of missing report. Protocol analysis 

always relies on the analysts, because the results of the 

automated analysis often have a high rate of missing report. 

The establishment of the testing rule base 

Each protocol has its own format and transmission mode 

so that we need to select an appropriate rule base for a 

certain protocol. So in order to make this method generally 
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applicable, it will consume a large resource to establish the 

rule bases. 

The discovery of vulnerabilities in the fixed part of the 

protocol 

This kind of method can distinguish the so-called fixed 

part through protocol analysis to improve the efficiency of 

vulnerability discovery. However, in some networks, the 

changes of the fixed part may also cause abnormal work of 

the target network. In this case, there will be a missing 

report. 

C.  Fuzzing Test Combined with Specific Algorithms 

We can also add constraints to the formation of the testing 

cases by combining them with some algorithms. The general 

idea of this method is to find a suitable algorithm according 

to the protocol type and its characteristics first, and then to 

determine the variable value in the algorithm. We can use 

statistic methods to determine the value. The first step is 

controlling the generation of the test protocols by changing 

the value for many times. Then we observe and analyze the 

statistic results of the generated test messages being 

processed and determine the optimal value of the variable. 

The process of determining the best variable value is shown 

in Fig. 4. After determining the algorithm and its variables, 

the generation of test message can be limited specifically and 

quantitatively to improve testing efficiency. 

Select an appropriate 

algorithm

Control the value 
of the variable

Construct the test cases 
and do the testing

The optimal value of the 
variable is determined?

Record for further testing

Yes

No

Record and analyze the 
running results of the target

 

Figure 4. Process of determining the best variable values 

 For example, a limited distance formation method for 

the testing cases is proposed to detect the vulnerabilities of 

the Diameter protocol in the IMS. The method is based on 

equivalence partitioning. It limits the differences between the 

AVPs to make the testing cases more likely to be processed 

by the target. This method can also be applied to other 

network protocols. The crux is to find out the characteristics 

of the effective malformed protocols and then utilize the 

suitable algorithm. 

The efficiency of vulnerability discovery can be improved 

significantly by limiting the conditions of the formation of 

the testing cases. This method applies to the situation that the 

testing period is required to be stringent. However, it needs 

to have an insight into the protocols to utilize this method. 

And there may be a high rate of missing report because of 

the limitations of the variety of the testing cases. Therefore, 

the target of this method is relatively simple 

IV.  NETWORK VULNERABILITY DISCOVERY 

Network vulnerability mainly refers to the security 

problems in the architecture, communication protocols and 

processes stipulated in the network standards. Currently, the 

researches on network vulnerability mainly focus on the 

terminal part of the computer networks and the 

communication networks. The studied protocols are mainly 

low-layer protocols, such as TCP and UDP. For example, 

the security issues of TCP were discussed in References [29] 

[30] [31]. 

However, researches on the core network are relatively 

fewer. Vulnerabilities in the core network will make the 

whole network face security threats. So the study on the 

vulnerabilities of the core network is going deeper. Likewise, 

we can use static analysis and dynamic analysis to detect 

network vulnerabilities. 

A.  Static Analysis for Network Vulnerability 

Static analysis for the network is different from the one 

for the software. Its main objects are not the source code, but 

the macroeconomic data, such as the architecture of the 

network, the interface specification and so on. The Evolved 

Packet System (EPS), for instance, will surely replace the 

traditional 2G/3G network for its good performance. It can 

provide a high level of security and confidentiality to the 

users and the operators. However, after simply analyzing its 

communication architecture, we could discover some 

problems. In the early stage of the network construction, 

considering the investment protection of the CS, the 

operators may use the old voice solutions in the CS domain 

to provide voice services. The process is called CS Fallback 

[32]. In this case, communication services will get back to be 

provided by the 2G/3G network, and the EPS network has to 

face vulnerabilities in the traditional network. The 

architecture of CS Fallback is shown in Fig. 5. 
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Figure 5. The architecture of CS Fallback 
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B.  Dynamic Analysis for Network Vulnerability  

The communication of the network is based on the 

protocols. So protocol vulnerability is also the key factor 

affecting the performance of network security. But network 

vulnerability discovery is different from simple protocol 

vulnerability discovery. Protocol vulnerability discovery 

technologies described in the last section are mainly for 

stateless protocols. But the protocols involved in network 

communication flow are always state. It means that every 

protocol message is related to several other ones. So, at this 

time, we should detect network vulnerabilities according to 

the state mechanisms of the protocols [27], combined with 

the communication flow. 

A simple diagram of network communication process is 

shown in Fig. 6. A and B are both the entities of the network. 

A sends Request 1 to B, and then it sends Request 2 to B if it 

receives response from B. B will give the response for 

Request 2 only after the above flow is over. The previously 

described protocol vulnerability discovery can only be used 

to test Request 1. If we want to detect the vulnerabilities in 

the processing procedure of Request 2, we need to make A 

send Request 1 correctly first, and then send the malformed 

testing Request 2 after receiving Response 1 from B. If we 

make A send the malformed testing Request 2 directly, B 

may discard the testing message immediately for the lack of 

previous necessary procedure. And then there will be a 

missing report. 

Entity A Entity B Entity X

Request 1

Request 2

Request N

Response 1

Response 2

Response N

 

Figure 6. Network communication process 

Taking into account the above situation, we need to 

determine the process mode of the network processing the 

protocol at the beginning of the testing process. The 

flowchart shown in Fig. 7 shows the process of detecting the 

vulnerabilities of the network based on Fuzzing. 

After the target is selected (Here, we choose Request 2 in 

Fig. 6 as the example), it sends the normal Request 2 to the 

target directly and monitors the response of B. If the 

response is normal, it will continue the following steps in 

accordance with protocol vulnerability discovery. And if A 

does not receive normal response from B, it means that 

Request 2 is state. So it needs to send Request 1 first, and 

then it sends testing message 2 to do the detecting after 

receiving Response 1. 

In this way, we can test every signaling message in the 

communication process. So the rate of missing report can be 

reduced significantly. But the testing process will be very 

tedious when the interaction of network signaling messages 

is complex and there are too many state protocols. It needs to 

simulate the associated processes for every testing case. So 

the testing time will be relatively long. Therefore, to reduce 

the blindness and to improve the relevance of the test during 

the discovery process of network vulnerabilities, we should 

first analyze the architecture and the communication flow 

artificially. 

Send the normal 
Request N

Combine with other 
technologies

Target running 

abnormally？

Record for further screening 
and analysis

Yes

No

Construct and send the 
malformed Message N 

Updating

No

Target responding 
normally?

Simulate normal communication 
process and send the signaling
messages 1~N-1 to the target

Yes

  

Figure 7. Fuzzing test flow for the network 

V.  CONCLUSION AND PROSPECT 

This paper introduces the development of vulnerability 

researches and the importance of such researches for the 

field of information. It makes an overview of vulnerability 

researches in different areas. Then we present the 

classification of vulnerability discovery technologies as well 

as the extent of application, advantages and disadvantages of 

each class. We discuss the methods of protocol vulnerability 
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discovery and point out the strengths and weaknesses of 

each method in detecting protocol vulnerabilities. Finally, 

according to protocol vulnerability discovery technologies, 

we analyze the issues in the process of detecting network 

vulnerabilities and propose the idea of network vulnerability 

discovery combined with the communication flow. 

Vulnerability discovery technology has played an 

important role in solving the security problems in the field of 

information technology. The research is being more and 

more systemic. Current vulnerability discovery technologies 

have been improved. But the direction of improvement is 

single. Researchers keep seeking a vulnerability discovery 

technology which is highly automated, high-efficient with a 

low rate of false alarm and missing report. But the difficulty 

can be imagined. Therefore, a good research direction is to 

seek an appropriate balance among the above aspects. In 

addition, we should know the advantages and disadvantages 

of the vulnerability discovery technologies and choose the 

right one according to the actual situation. 
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