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Abstract—Owing to the low cost, high profit and disaster-
free, the reliability-oriented evolution method is proposed in 
this paper. The method improves the reliability of software 
architecture by analysis contribution degree of component. 
Because the various components will play different roles in 
the reliability-oriented evolution of software architecture, 
the contribution degree of component is first put forward. It 
will be used for the reliability-oriented evolution in this 
paper. At the same time, the reliability-oriented evolution 
method of software architecture based on contribution 
degree of component is applied to an ATM system. The 
evolution process is illustrated by the method, and it shows 
that which component is playing an important or crucial 
role in the process of reliability-oriented evolution of 
software architecture. The reliability of software 
architecture will can be improved effectively and fleetly by 
the result. 
 
Index Terms—contribution degree, software architecture, 
reliability, evolution 
 

I.  INTRODUCTION 

Software evolution is a set of activities which improve 
software after it is delivered to customer, it is a process 
which generates a new software version from an earlier 
version, and it is one important area of software 
engineering. A failure operation of software can lead to 
economic loss and even cause loss of human lives. 
Therefore, unreliable software is not acceptable and 
should be improved [1-3]. For improving overall system 
reliability, the component and the architecture of system 
will be evolved. When the reliability of some components 
can not be increased, or when you require very high 
expenses to increase reliability a little, the reliability-
oriented evolution of software architecture maybe another 
solution. This is the reliability-oriented evolution of 
software architecture. 

How to improve the efficiency of reliability-oriented 
evolution? Some scholars proposed a lot of methods 
based on project management. Others researched that 
how to enhance the reliability of each component. 

Another one set up some models to calculate reliability of 
software architecture, and improve reliability by changing 
architecture. We combine the latter two results and 
propose a reliability-oriented evolution method in this 
paper. The method improves the reliability of software 
architecture by analysis contribution degree of 
component. The method is more effective and faster than 
some methods that consider only one aspect [4-7].   

The discussion of this topic takes the following 
structure. Section II describes the our reliability model 
based on software architecture. In section III, we compare 
the model with the classic model. Section IV proposes the 
decision rule on contribution degree of component in the 
process of reliability-oriented evolution of software 
architecture. In section V, the contribution degree of 
component is analyzed, and a process of evolution is 
completed and showed.  Conclusions are provided in 
section VI. 

II. RELIABILITY MODEL BASED ON SOFTWARE 
ARCHITECTURE 

Currently, most of the reliability models based on 
software architecture use the idea proposed by Cheung et 
al [8-10]. These models estimate reliability by the 
definition of software reliability. It is based on properties 
of Markov chain, and the conversion from software 
architecture view to state transition view. According to 
state transition view, the state transition matrix is 
constructed. Of course, the reliability of each component 
and the operational profile will be considered too. 

A. Reliability Calculation Steps 
The reliability model based on software architecture 

usually utilizes Markov chain to compute reliability of 

system [11]. On the basis of properties of Markov chain, 
the state transition is assumed as a Markov process [12-
13].  

(a)The state transition diagram is usually used to 
depict system behavior. The node Si represents system 
state i, and a directed edge (Si, Sj) represents the state 
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transition from Si to Sj. The Fig.1 shows the state 
transition diagram. 
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Figure 1.  The state transition diagram 

(b)The value of M (i, j) indicates the possibility of 
transition from state Si to state Sj. A state transition matrix 
M can be defined by the state transition diagram. 
Therefore, the reliability R is represented as follow:  

jRjiMR ×= ),(                              
 (1) 

If the value of M (i, j) is computed and gained, the 
reliability of software architecture will be achieved too. 
Let array T, T={R1~n, R2~n, R3~n,……, Rn-1~n,1}, be a set of 
reliability in software architecture. The Ri~j represents 
reliability from state Si to state Sj. According to matrix 
theory and reliability definition of software architecture, 
the equation, TT TMT ×= , will come into existence. 

(c)The R1~n is the first vector in the array T. The value 
of R1~n equals to reliability of software architecture. 

B. Constructing Transition Matrix 
How to compute the value of M (i, j), it is important to 

obtain reliability of software architecture. In 
consideration of the reliability of components, connectors 
and different architectural styles, the transition matrix M 
can be obtained as follow [9]: 

The lij denotes the reliability of connector from state Si 
to state Sj. The lnij denotes the reliability of connector 
from state Si to state Sj , and  there have n components in 
state Si. The l’nij denotes the reliability of connector from 
state Si to state Sj , and  there have n components in state 
Sj. The Pij represents the transition probability from state 
Si to state Sj. The n denotes the number of components in 
a state. 

(a) Sequence style: Components are executed in a 
sequential order.  

When state Si can arrive at state Sj directly: 
ijiji PlRjiM =),(                              

 (2) 
When state Si can not arrive at state Sj directly: 

0),( =jiM                                  
 (3) 

(b) Parallel style: Components are commonly running 
simultaneously to improve performance.  

When state Si contains components of running 
simultaneously: 

ij
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n
nijn PlRjiM ∏

=

=
1

))((),(                       
 (4) 

When state Sj contains components of running 
simultaneously: 
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(c) Redundancy style: It has a set of components. 
Some of components will start to work after the primary 
component fails. When the primary component fails, the 
first backup component will take over the responsibility 
and become a new primary component. If the new one 
fails too, another one will take over its responsibility. M 
(i, j) can be constructed as follows: 

When state Si contains a set of backup components: 
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When state Sj contains a set of backup components: 
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III.  COMPARISON WITH CLASSIC MODEL  

We respectively used our model and classic model to 
estimate the reliability of an ATM banking system, which 
is provided by W.L. Wang [14-15]. The result of classic 
model is compared with our reliability model based on 
software architecture in this section.  

In this ATM banking system, two architectural types 
are defined, including sequence style and redundancy 
style. Fig.2 shows the architecture of system. The 
component Start is the initial component, and the 
component End is an end component. In addition to the 
following conditions, the system is basically run by 
sequence. Component DBMS1 and component DBMS2 
are defined as redundancy style. The component DBMS2 
is backup component of DBMS1. It is used to increase 
fault tolerance.  

The reliability of components in single state: 
R1=1.0;  
R2=0.982;  
R4=1.0;  
R5=0.996;  
R6=1.0; 
 R7=0.8999; 
 R8=0.99; 
 R9=1.0;  
R10=1.0;   
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Figure 2.  The architecture of system 

 
The reliability of components in state S3 of 

redundancy style: 
r31=0.97;  
r32=0.96; 
The reliability of all connectors: 
l135 =0.97; 
 l139=0.97;  
l235=0.96;  
l239=0.96;  
l’

123=0.97;  
l’

223=0.96;  
Others are “1”. 

The transition probability: 
P12=1.0; 
 P23=0.999; 
 P2 10=0.001; 
 P39=0.227;  
P35=0.669;  
P34=0.104;  
P92=0.048;  
P95=0.951;  
P9 10=0.001;  
P53=0.4239;  
P58=0.1;  
P56=0.4149; 
 P5 10=0.0612;  
P85=1.0; P45=1.0; 
Others are zero. 
The transition matrix M can be constructed by our 

model as follow: 
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The transition matrix M’ can be constructed by classic 

model as follow [14]: 
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We respectively used above two transition matrix M to 

estimate the reliability of an ATM banking system. The 
result is shown in Table 1. 

 
TABLE I 

THE RESULT 
 Classic model Improved model Actual value

Reliability 0.5590 0.5451 0.526 

VI.  THE DECISION RULE ON CONTRIBUTION DEGREE OF 
COMPONENT 
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In the process of reliability-oriented evolution of 
software architecture, the decision rules on contribution 
degree of component are as follow: 

(a) If the out-degree of component is larger than others, 
then the component is more important in the process of 
reliability-oriented evolution of software architecture, and 
its contribution degree is higher than others. 

(b) The contribution degree of component may be 
different in different location of software architecture. 

(c) The transition probability of component is one of 
crucial factors of their contribution degree in software 
architecture. 

The above is qualitative analysis on contribution 
degree of component, but it is necessary. Because the 
contribution degree of all components will be analyzed, 
this will be a complex and huge projects.  

If you want to know the contribution degree of every 
component, the relationship function between 
components and system must be calculated. Using the 
Matlab, we may simulate the variation curve of 
component reliability. Of course, we can also obtain the 
variation curve of system reliability when the reliability 
of other components is unchanged. Finally, contribution 
degree of every component will be obtained. In the 
process of reliability-oriented evolution of software 
architecture, we will find that which component is the 
biggest evolutionary relationship with software 
architecture by their contribution degree. 

V.  ANALYSIS OF CONTRIBUTION DEGREE 

The transition matrix M is constructed by the above 
method. The relationship function between components 
and system may be calculated by the definition of 
reliability. The variation curve of component reliability is 
obtained by Matlab when the reliability of others remains 
stabilizing. At the same time, contribution degree of 
component is analyzed by the curve in this section. 

A. The Process of Reliability-oriented  Evolution of 
Software Architecture in an ATM Banking System 

Given T= {R1~10, R2~10, R3~10, R4~10, R5~10, R6~10, R7~10, 
R8~10, R9~10, 1}, the reliability R of software architecture 
can be obtained by equation, TT TMT ×= . We analyze 
contribution degree of every component in the process of 
reliability-oriented evolution of software architecture. It 
is helpful to improve efficiency in reliability-oriented 
evolution of software architecture. 

(a) Analysis of contribution degree by means of the 
out-degree and transition probability 

We find that out-degree and transition probability of 
component 6 (Account Manager) are the largest by 
statistics. The variation curve of component (Account 
Manager) reliability is established, and the image is 
shown in Fig. 3.  The larger curvature shows the 
contribution degree is higher in the process of reliability-
oriented evolution of software architecture. 

 

 
Figure 3.  The evolution relationship between component 6 and the overall system 

The system has a redundancy style. Through the 
reliability model, the variation curves of components (6 
and 7) reliability are derived in Fig. 4, the smaller 

curvature shows the contribution degree of component 7 
is lower than component 6 in the process of reliability-
oriented evolution of software architecture. 
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Figure 4.  The evolution relationship between components 6, 7 and the overall system 

 (b) Analysis of contribution degree of every component 
On the basis of the reliability model, the variation 

curves of all component reliability are derived in Fig. 5. It 
shows that component 6 and component 10 have larger 
curvature than others. So the contribution degree of 
component (6 and 10) is higher in the process of 
reliability-oriented evolution of software architecture. In 

addition, Fig. 5 shows that the reliability of system will 
be improved promptly when the reliability of component 
10 is increased. Therefore, we analyze that the 
contribution degree of component 10 is the highest than 
others in the process of reliability-oriented evolution of 
software architecture. 

 

 
Figure 5.  The evolution relationship between every components and the overall system 
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B. The Reliability-oriented Evolution of Software 
Architecture based on Contribution Degree of 
Component 

The contribution degree of component 10 is the highest, 
and it will be a bottleneck. It will affect on reliability-

oriented evolution of software architecture. Architecture 
(style) evolution is used in the paper. We change a single 
component 10 into a new component 10. It becomes a 
redundancy style. It is shown in Fig. 6. 

 

 
 

Figure 6.  The new component 10 

By the reliability model based on software architecture, 
we calculate the reliability of evolved software 
architecture, and it is 0.8512. The 0.5451 is the reliability 
of original software architecture. The reliability of system 
increase by 56% after the architecture is evolved. 

VI  CONCLUSION 

We have studied architecture-based software reliability 
for last 6 years, and published a number of papers. We 
use these results for reliability-oriented evolution of 
software architecture today. It is a good ideal that we 
decide to how to evolve reliability of software 
architecture according to contribution degree of 
component. It is an old technology and is used in a new 
area. The method can find some bottlenecks in the 
process of reliability-oriented evolution of software 
architecture. It is an effective method of reliability-
oriented evolution for software architecture. 
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