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Abstract: Nowadays, every business is heavily depending on software. However, designing and developing software is a very serious engineering challenge since software systems are growing in size and complexity. This gives rise to many inconsistencies in software design. To deal with this issue, researchers have been working for many years on different model inconsistency management activities, namely the detection, the diagnosis and the handling of those inconsistencies. This work focuses on handling UML model inconsistencies by proposing an AHP-based method aiming to help modelers choosing the right repair action that fits well their modeling objectives and strategies. The proposed method helps structuring the selection of the most appropriate repair action among a set of alternatives. It also represents and quantifies the criteria elements of this decision problem, relates these elements to overall goals and evaluates and ranks alternative solutions. The efficiency of the method is evaluated using different inconsistency examples through different situations. The obtained results show that modelers can have credible propositions to make decisions in accordance with their initial objectives.
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1. Introduction

From a very early age, making life easier was and is still one of the primary goals of human kind. For this end, every practical act, in almost all the aspects of the life, is essentially investigated to feel a need in less time and effort and with more ease and reliability. The idea of making these intentions into practice seems to be an obvious task. However, in the majority of the time, it needs to be rigorously thought and designed.

Thus, engineers, scientists and practitioners build complex structures and systems using expressive graphical representations such as models. In some cases, these models are physical, like mock-ups of houses or airplanes. In other cases, the models are less tangible, as seen in business financial models or electrical circuit diagrams. In all of these cases, a model serves as an abstraction or an approximate representation of the real item that is being built [1]. From the same perspective, it is technically and economically wise in software development to build complex and critical systems by first creating a model of the software being developed.

Such model provides the ability to visualize the entire system, understand it and assess different options before taking on the technical and financial risks of that system. It is also a major tool for communication among the different stakeholders in a project. Every member of the team, from users to developers, uses and enriches models in different ways. Furthermore, the model has the particular advantage of facilitating system traceability, i.e. the ability to start from one of its components and monitor its interactions and
relationships with other parts of the model.

Being aware of the importance of models, the software industry has adopted the Unified Modeling Language (UML) [2] as a de facto standard for describing software models and related artifacts. UML contains a set of related diagrams that specify, visualize, construct and document all the aspects of a software system. In turn, a software modeling process defines a sequence of steps, partially ordered, which contribute to the realization of software or changing an existing system [3]. According to Huzar et al. [4], the incremental and iterative nature of software modeling processes, the multi-view and sometimes distributed software systems in addition to the overlapping and synchronous nature among different modeling artifacts in UML can give rise to several inconsistencies.

An inconsistency roughly means that overlapping elements of different model aspects do not match each other. Or in other words, it is a state in which one or more diagrams of UML model portray conflicting being syntactically or semantically in contradiction, incomplete, or reflecting ambiguities or anomalies [5].

These inconsistencies can be the source of many errors and can therefore invalidate the models and complicate the whole software development process. In fact, many inconsistencies in models lead to many bugs and anomalies in software design. Because in a larger context, they can also enable MDA (Model-Driven Architecture) models [6] that contain sufficient information for automatic transformations (i.e. Platform Independent Models (PIMs)) and complicate the model transformation process. Therefore, the expected benefits of the MDA may be directly affected by the various effects of the problem. For example, if the software system information we want to retain permanently is represented in an incomplete, ambiguous, or contradictory model, the sustainability of the model expected by MDA will be of little value because the latter can easily lose its meaning and thus its capabilities. Furthermore, the productivity gains that MDA seeks and consideration of execution platforms may in turn be adversely affected by inconsistency. In fact, MDA integrates the models in the model transformation into the production process of the application. However, if these models do not contain correct and sufficient information for possible automatic code generation, they will not function properly. Additionally, many of the basic operations that apply to models, such as merging, matching, slicing and splitting are increasingly automated to achieve productivity gains at various stages of the application lifecycle. However, these operations may cause some problems such as duplication of some items or non/multiple matches of other items.

Experiments in [7] confirm these statements, which show that the sheer number of inconsistencies in UML design is considerable. And in industrial practice, the design is pushed to the implementation stage while there are still a lot of inconsistencies in the model [8].

Therefore, special attention should be paid to the management of inconsistencies in order to understand changes in the software life cycle, correct errors, adapt to new requirements, etc. In fact, inconsistency management is defined in [9] as "the process of managing inconsistencies between software models to support the goals of relevant stakeholders". More specifically, the inconsistency management process includes the activities of detecting (identifying), diagnosing, and handling (repairing / dealing with) inconsistencies.

Inconsistency detection is the activity of checking for inconsistencies in software models [10]. Various proposals (for instance [11-13] and [14]) for this have been made in the literature. A Systematic Literature Review about detecting inconsistencies was presented in [15-42].

Diagnosing inconsistencies involves "identifying the source, cause, and impact of an inconsistency" [15]. Furthermore, different types of inconsistencies can be distinguished. In fact, the classification of inconsistencies must be carefully defined to facilitate its diagnosis.

On the other hand, the activities of handling inconsistencies include generating and identifying possible actions to deal with them, choosing one of the actions to take, and evaluating and managing the risks and
benefits that may arise when applying the chosen resolution action.

Over the past two decades, a lot of work has been proposed to address the inconsistency of UML models. Of these, some focus on detecting inconsistencies, while others focus on the best way to resolve them. Regardless of the motivation or the method used, the benefit sought by ensuring model consistency is to minimize the cost, time, and effort upstream of the software development process. This can be ensured by creating consistent models that provide reliable and error-free code; which can be an important step in a model-driven approach in software development.

From the above sub-activities of dealing with inconsistencies, we propose to provide a solution that helps the modeler choose the correct repair action based on the followed modeling strategy. This choice is justified by the lack of contributions in the field; as most proposals focus only on generating possible repair operations or managing dependencies between inconsistencies. In short, this paper answers the following question: How can we help modelers choose appropriate resolution actions to fix identified inconsistencies?

The remainder of this paper is structured as follows. Section 2 provides more background knowledge about the existing handling strategies and the different resolution actions. Section 3 explains the principle of the AHP-based method used to determine the prioritized repair action. Section 4 presents and discusses the obtained results of the carried-out experimentation. Section 5 compares the paper’s proposal with related work. Section VI concludes the paper and announces future work directions.

2. Background: Handling Strategies and Repair Actions

Before introducing the work carried out in this paper, we briefly cite and present how to handle inconsistencies in UML models according to [10]. First, we present the different existing handling strategies. Then, we focus on repair actions and their related issues and challenges.

2.1. Handling Strategies

The activity of inconsistency handling is concerned with the questions of how to deal with inconsistencies? What are the impact and consequences of specific ways to deal with inconsistencies, and when to deal with inconsistencies?

In what follows we will focus on the ways of dealing with inconsistencies. In fact, different handling strategies exist and combinations of them can occur. For example, some researchers [16] tolerate inconsistencies by ignoring or deferring them. Others deal with them by differentiating between changing and non-changing actions [15].

1) Non-changing actions: only notify the user or perform analysis for safe further inference from inconsistent models.

2) Changing actions: can be divided into partial resolution actions and full resolution actions.
   - Partial resolution actions: improve the model for a single inconsistency, but not fully resolve the inconsistency of the model.
   - Full resolution actions: modify the model to completely resolve the inconsistency. Most of them are a combination of different partial repair actions.

Recall that the diagnostic activity involves sources, causes, and effects of inconsistencies. In fact, the source of the inconsistency is the subset of UML elements involved in the inconsistency. As mentioned earlier, the cause of the inconsistency can be important when dealing with inconsistencies. In addition, determining the impact of inconsistencies may be necessary to determine the priority of handling inconsistencies. However, the impact of inconsistency depends on the application and on the current activities of the software development life cycle. Therefore, determining these effects is a task that is usually delegated to the modeler.
2.2. Repair Actions

Inconsistency resolution is one of the main objectives considered in the inconsistency management process. However, doing this automatically is very difficult. In most cases, resolution of inconsistencies includes changes in the model that also change the semantics of the model. In this case, a lot of user interaction is required. In fact, the resolution of inconsistencies may require user interaction, automatic changes of the model or a combination of both. In all these cases, repair actions, also called resolution actions, may include a set of guidelines that are provided to the user to repair inconsistencies. An action can also be a predefined set of steps specifying a solution to a specific inconsistency.

There are three different types of resolution actions:

- **Add model element:** It concerns the action of creating a new model element. In terms of UML metamodels, this means instantiation of metaclasses.
- **Remove model element:** It concerns the action of removing model elements. This means deleting an instance of a specific metaclass.
- **Change model element:** It concerns the action of modifying a model element by changing one of its properties. Under the hood, this involves two actions, namely deleting and creating connections between UML model elements.

2.3. Challenge: Selecting the Appropriate Repair Action

Various techniques can be used to help users resolve inconsistencies. In fact, the choice of resolution depends on the nature and cause of the inconsistency. However, it is difficult to (automatically) detect the cause of this inconsistency without additional knowledge about previous model changes or the user. Therefore, in most cases, the user has to decide what action needs to be taken. However, even knowing previous model changes, sometimes only some remedies are more likely to be performed than others based on the cause of the inconsistency. This leads to considering the following challenge: *"How do we choose an appropriate repair operation to resolve the inconsistency?"*

In what follows, we will answer on how to deal with this challenge using our semi-automatic solution.

3. The Proposed Approach

The challenges we are addressing in this work are typical decision-making situations. In fact, many techniques such as AHP [17], ANP [18], ELECTRE [19], DEMATEL [20], PROMETHEE [21] and TOPSIS [22] are used to solve multi-criteria decision-making problems. Each of these techniques is used to deal with a specific class of problems. More details on these techniques and their applications are provided in [23].

In this paper, Analytic Hierarchy Process (AHP) is used to organize and analyze decision-making situations because it aligns with the challenges we are dealing with, in addition to its flexibility and ability to help find the most suitable original options for the goals of the modeler and vision.

In what follows, we present the general steps of the usual AHP technique (independently on the handling inconsistency context), and then we explain and illustrate our proposed AHP-based solution to help the modelers choose the most appropriate repair action.

3.1. The Analytic Hierarchy Process (AHP)

The Analytic Hierarchy Process (AHP) [17] is a multi-criteria decision making technique based on the evaluation of a set of criteria and alternatives to reach a specific goal. AHP returns the most relevant alternative with respect to the set of the pre-selected criteria. As stated in [24], the AHP method is based on three main steps: 3.1.1. model structure 3.1.2. pairwise comparison (comparative judgment of the criteria and/or alternatives) and 3.1.3. synthesis of the priorities.

3.1.1. Model structure
In AHP, the problem is structured in a hierarchy linking the goal and the different alternatives through a set of criteria.

### 3.1.2. Pairwise comparisons

Once the hierarchy is built, the method performs pairwise comparisons (a series of measurements) in order to compute the priorities of (a) each criterion with respect to its importance to reach the goal, and the priorities of (b) each alternative with respect to its strengths in meeting each criterion. The results of these comparisons will be entered into a matrix that is processed mathematically to derive the priorities for all the nodes on the same level (criteria or alternatives). It is worth mentioning that a consistency checking algorithm is executed in order to ensure the consistency of each matrix. The priorities will then be combined throughout the hierarchy to give an overall priority for each alternative. The alternative with the highest priority will be the most suitable, and the ratios of the alternatives' priorities will indicate their relative strengths with respect to the goal.

### 3.1.3. Synthesizing final priorities

Now that the priorities of the Criteria with respect to the Goal, and the priorities of the Alternatives with respect to the Criteria are known, the final and third step is to deduce the priorities of the Alternatives with respect to the Goal using some arithmetic calculations. These priorities are then ranked to propose the most suitable alternative.

### 3.2. Incorporating AHP Technique into Repair Action Determination

The AHP technique can be followed to lay the foundation of a framework that helps modelers answer the question: "What is the appropriate repair action to be chosen in order to fix an inconsistency?"

Fig. 1 presents the instantiation of the AHP technique in the context of choosing the most suitable repair action for a specific inconsistency. This instantiation is established with a set of activities that can be carried out to achieve the targeted goal in an inconsistency handling context.

Before providing more details, we mention that the choice of a resolution operation is determined by the modeling phase or the strategy followed by the modeler. In fact, the actions taken to resolve inconsistencies may vary while the model is being built or is in the refactoring or recasting phase. For example, a modeler is more likely to add elements when building a model for the first time. However, when her/his vision is to rebuild or redesign the model, she/he will encourage removing elements from the model.

With this in mind, we consider the following activities to select the most appropriate repair operation:

![Fig. 1. Applying AHP to choose the most suitable repair action.](image-url)
Activity 1 — Identification of the used criteria: It is important to identify potential criteria that should be considered when applying the AHP technique in order to select remediation measures that address the inconsistency. In fact, these standards are set by the modeler. This user's involvement is motivated by the intention to produce more specific criteria for specific cases that only the modelers can better understand; which lead to more appropriate decisions.

The other point to consider is that these criteria have to be inclusive rather than exclusive. This means that the semantics of a criterion should not prevent the consideration of the others when calculating the priorities.

In addition to that, the determined criteria should be aptly named to facilitate the execution of the other activities of the AHP decision making process.

Activity 2 — Metrics calculation: Calculating metrics is an activity based on the sub-steps of the AHP pairwise comparison. The aim of this activity is to determine the different AHP priorities by comparing the criteria in accordance to the goal (choosing the most appropriate repair action) and by comparing the alternatives (the existing repair actions) to the criteria.

These comparisons between pairs of elements can come from different sources such as personal disposition of the decision makers, experts’ pre-defined judgments or can be based on concrete data. In all these cases, the strength of AHP is that it represents them all in numerical priorities.

Activity 3 — Checking for the efficiency of the obtained metrics: The obtained metrics (i.e. priorities) in Activity 2 may be non-efficient (may lead to falsified results and decisions) since the elements of the hierarchy (i.e. criteria and alternatives) can be tangible or intangible, carefully measured or roughly estimated, well or poorly understood. Thus, it is mandatory to check the efficiency of these metrics by applying the consistency checking algorithm of the AHP technique. Recall that this algorithm is mathematically proved [26] and is about calculating a consistency ratio that has to be less than the 0.1 value.

Activity 4 — Synthesizing and choosing the most appropriate “Repair Action”: Performing this activity is based on the AHP third step (i.e. synthesizing final priorities). It is a matter of calculating numerical priorities of the decision alternatives (the repair actions). These numbers represent the relative ability of the repair actions to handle the inconsistency. The final result gives a ranking of repair actions. The alternative having the higher score is the repair action proposed by the method to be executed. However, it is worth noticing that it is up to the modeler to take the final decision concerning the execution of the proposed repair action.

3.3. Proof of Concept and Illustration

To illustrate the functioning of the proposed AHP-based method, we chose to apply it on the “dangling type reference” inconsistency and present the different activities of the method and their related results as already shared in this initial work [39]. This inconsistency occurs when “a type of a parameter or an attribute refers to a class that does not exist in the model”. In the majority of cases, this inconsistency occurs owing two main reasons. The type of the parameter involved may have been removed or the type of the attribute is not yet included in the model. Consequently, the list of Resolution Actions (RA) that are able to fix this inconsistency are enumerated as follows:

- (RA.1): “Adding the type to the UML model involved.”
- (RA.2): “Replacing the type of the attribute or parameter by an existing type in the model involved.”
- (RA.3): “Removing the involved attribute or parameter.”

These listed repair actions are the three options among which we have to choose one.
3.3.1. **Activity 1**

In this example, we assume that, in addition to the development phase of the model, the criteria extraction is also inspired by the different strategies that modelers may follow when designing software systems. In our case, we make the assumption that the model is not yet completed and that it is still under construction.

Thus, the considered criteria (i.e. modeling strategies) are as follows:

1) **Radical Construction (RC):** reflects the purely constructive orientation of the modeler. It is usually given priority when modelers want to add elements to their models.
2) **Corrective Construction (CC):** represents the vision of changing elements while building the model.
3) **Radical Refactoring (RR):** reflects the pure refactoring orientation of the modeler. It is more likely to be favored when the overall vision is to change an element or its properties.
4) **Destructive Refactoring (DR):** means that the general vision is to encourage the removal of some model elements when attempting to refactor the model.
5) **Radical Destruction (RD):** expresses the extreme vision of removing elements from the model.

As a result, the AHP hierarchy for choosing the most suitable repair action to fix the “dangling type reference” inconsistency is illustrated in Fig. 2.

![Fig. 2. The AHP hierarchy for choosing the most suitable repair action.](image)

3.3.2. **Activity 2**

After defining the AHP technique ingredients, namely the alternatives and criteria to be used, the next step is to calculate the required metrics by creating the criteria comparison matrix.

In fact, using the rankings defined in [25], we assume that each criterion is correlated with the others as shown in Table 1 (Criteria vs the Goal).

<table>
<thead>
<tr>
<th>Criteria</th>
<th>RC</th>
<th>CC</th>
<th>RR</th>
<th>DR</th>
<th>RD</th>
</tr>
</thead>
<tbody>
<tr>
<td>Radical Construction (RC)</td>
<td>1</td>
<td>3</td>
<td>6</td>
<td>8</td>
<td>9</td>
</tr>
<tr>
<td>Corrective Construction (CC)</td>
<td>1/3</td>
<td>1</td>
<td>4</td>
<td>6</td>
<td>8</td>
</tr>
<tr>
<td>Radical Refactoring (RR)</td>
<td>1/6</td>
<td>1/4</td>
<td>1</td>
<td>2</td>
<td>4</td>
</tr>
<tr>
<td>Destructive Refactoring (DR)</td>
<td>1/8</td>
<td>1/6</td>
<td>1/2</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>Radical Destruction (RD)</td>
<td>1/9</td>
<td>1/8</td>
<td>1/4</td>
<td>1/3</td>
<td>1</td>
</tr>
</tbody>
</table>

Using the online tool BPMSG AHP Priority Calculator [27], we obtain the priority vector P given in Table 2 (which helps determine the most important criterion). We notice that the BPMSG calculator automatically
performs the matrix normalization in the background.

Table 2. Priority Vector with Priority Decimal Values

<table>
<thead>
<tr>
<th>Criteria</th>
<th>RC</th>
<th>CC</th>
<th>RR</th>
<th>DR</th>
<th>RD</th>
</tr>
</thead>
<tbody>
<tr>
<td>Radical Construction (RC)</td>
<td>1.00</td>
<td>3.00</td>
<td>6.00</td>
<td>8.00</td>
<td>9.00</td>
</tr>
<tr>
<td>Corrective Construction (CC)</td>
<td>0.33</td>
<td>1.00</td>
<td>4.00</td>
<td>6.00</td>
<td>8.00</td>
</tr>
<tr>
<td>Radical Refactoring (RR)</td>
<td>0.17</td>
<td>0.25</td>
<td>1.00</td>
<td>2.00</td>
<td>4.00</td>
</tr>
<tr>
<td>Destructive Refactoring (DR)</td>
<td>0.13</td>
<td>0.17</td>
<td>0.50</td>
<td>1.00</td>
<td>3.00</td>
</tr>
<tr>
<td>Radical Destruction (RD)</td>
<td>0.11</td>
<td>0.13</td>
<td>0.25</td>
<td>0.33</td>
<td>1.00</td>
</tr>
<tr>
<td>Priority Vector (P)</td>
<td>0.5252</td>
<td>0.283</td>
<td>0.0975</td>
<td>0.0615</td>
<td>0.0328</td>
</tr>
</tbody>
</table>

Fig. 3. Criteria priorities.

Fig. 3, plotted using the BPMSG-AHP priority calculation system, shows the highest score for the “Radical Construction” criterion. Therefore, its purpose of use takes precedence over other criteria.

On the other hand, it is necessary to evaluate all the three alternatives against the five criteria using the AHP technique (Alternatives vs Criteria).

Fig. 4 shows an example comparing three fixes with respect to the "Radical Construction" criterion using the BPMSG AHP priority calculation system. It turns out that the "Radical Construction" criteria in RA.2 (replace the type) and RA.3 (remove the parameter) are less important than RA.1 (add the type).

Fig. 4. A comparison of the repair actions in accordance with "Radical Construction" criteria.

Note that we proceed with the same way for the comparison of the three repair actions with the other remaining criteria.

3.3.3. Activity 3
Fig. 5 shows the Consistency Ratio $CR = 5.1\% < 10\%$ for the criteria comparison matrix. To mention that 10\% is the upper acceptable limit for $CR$. The values of the matrix are therefore consistent; this means that the initial values considered for different criteria are well defined (i.e. efficiency).

Similarly, the consistency checking done in the background by the tool shows that all the other comparison matrices (alternatives vs criteria) are efficient (i.e. the CR value is less than 10\%).

### 3.3.4. Activity 4

In this state, we define which of the three repair operations (RA.1) to (RA.3) will be performed. After a synthesis of the final priorities, we obtain the results presented in Fig. 6.

More explicitly, as shown in Fig. 7, RA.1 (add the type) has a priority of 55.6\%, while RA.2 (replace the type) is 31.8\% and RA.3 (remove the parameter) is 12.6\%.

As a conclusion, using an AHP-based approach to help modelers choose the correct repair operation to fix "dangling type reference" inconsistencies encourages adding types to affected UML models as a repair operation.
Applying the same method at different stages of development of the model will show different results:

- “Promoting Replacing the type repair action when the modeler has a refactoring vision of the model.”
- “Promoting Removing the parameter repair action when the modeler has a recast vision of the model.”

These results are very promising, considering that the use of the AHP technique in our context is so compelling that it can be used to build frameworks and tools that can be integrated with other inconsistency management solutions.

4. Experimentation and Discussion

To validate the initial assumption concerning the efficiency of the proposed method, we based our experimentation on other examples that concern intra-model inconsistencies between Class and Sequence diagrams. Some of these UML model inconsistencies were initially detected in an academic management system case study presented in one of our previous works [41]. To mention that these UML model inconsistency examples, and many others, are textually expressed as “Consistency Rules” in the exhaustive list presented in [40].

For each of these UML inconsistency examples, we proposed a set of repair actions (the number of alternatives differs for each case) and applied the AHP-based method with the same 5 criteria aforementioned in the illustrative example presented in section 3.1. We also assume for each execution of the method, a different development state and strategy to verify if the category of the chosen repair action will change according to this development state. Table 3 summarizes the repair action recommended for every inconsistency example according to different assumptions concerning the followed modeling strategy.

The obtained results show in each case that this method is in total alignment with the modeling strategy adopted by the modeler since the weights values of the criteria are changing according to that. And then, the proposed alternative (repair action) changes accordingly.

Actually, rather than prescribing the “correct” repair operation, AHP helps the modelers find the repair operation that best suits their goals and their understanding of the inconsistency. The results obtained from the executed cases show the relevance of the method from this point of view. These results are satisfactory as they fully conform to the vision originally presented as a hypothesis; this means that the proposed method is strongly influenced by the modeling strategy and the current modeling stage. For example, for a constructive vision of modeling (i.e. Building strategy), it is often advisable to add elements to the model. This was shown in the case of the majority of the presented examples. For instance, if we have three alternatives each represented by a different type of operations (add, change, and delete). Therefore, the
A suggested action recommends adding elements to the model; since the followed modeling strategy is constructive-oriented.

Table 3. Summary of the Recommended Repair Actions for Different UML Model Inconsistencies

<table>
<thead>
<tr>
<th>Inconsistency examples</th>
<th>Repair Actions (RA)</th>
<th>The recommended repair action (using AHP)</th>
</tr>
</thead>
</table>
| A. Abstract Object     | A1. Change the concerned class to “concrete”  
                        | A2. Remove the instantiated object         | A1  
                        | B1. Make the abstract operation concrete (implement it)  
                        | B2. Change the concrete class to abstract  
                        | B3. Remove the abstract operation from the model | B1  
| B. Abstract Operation  |                     |                                         | B2  
                        | C1. Place the operation in the class attached to the receiving event of the message  
                        | C2. Change the class attached to the receiving event of the message  
                        | C3. Remove the message that refers to the operation | C1  
| C. Dangling Operation  |                     |                                         | C3  
| D. Navigation Incompatibility | D1. Change the calling direction of the message  
                                | D2. Change the navigation constraint on the association  
                                | D3. Remove the sequence diagram message  
                                | D4. Remove the navigation constraint on the association | D1  
| E. Connector Type Incompatibility | E1. Add an association between the concerned classes  
                                 | E2. Change the types of the connected elements  
                                 | E3. Remove the connector | E1  
| F. Multiplicity Incompatibility | F1. Change the multiplicity of the association typing the owning connector  
                                 | F2. Change the multiplicity of the connector end  
                                 | F3. Remove the connector | F2  
| G. Classless Instance Connectable Element | G1. Add a new class to instantiate the object  
                                          | G2. Change the type of the object in the sequence diagram | G1  
| H. Dangling Connectable Feature Reference | H1. Add an operation in the class diagram that corresponds to the message  
                                           | H2. Change the message to correspond to an existing operation | H1  

However, the situation becomes more difficult when we have more alternatives with the same type of
action (e.g. three adding actions). In this case, how can we choose the appropriate repair action? The answer to this question is by no means obvious. However, with a better understanding of the inconsistency (i.e. that can be guaranteed by a good diagnosis), the modeler can always set a new target for his processing activity, and then set different/new criteria than the ones used in our experimentation examples. In fact, AHP is a rational and extensible framework for representing and quantifying elements of a decision problem, linking those elements to an overarching goal, and evaluating alternative solutions.

**Assumption 1**: Constructive/Building strategy | **Assumption 2**: Refactoring strategy | **Assumption 3**: Recasting/Cleaning strategy

### 4.1.1. Description of the presented UML model inconsistencies

**A. Abstract Object**: A model contains an instance specification of an abstract class that does not have any concrete subclasses.

**B. Abstract Operation**: A class diagram contains an abstract operation that is defined in a concrete class.

**C. Dangling Operation**: A sequence diagram contains a message that refers to an operation that does not belong to the class attached to the receiving event of the message.

**D. Navigation Incompatibility**: A sequence diagram contains a message of which calling direction does not match the navigation constraint on the corresponding association.

**E. Connector Type Incompatibility**: A model contains a connector for which: the types of the connectable elements that the ends of the connector are attached to do not conform to the types of the association ends of the association that types the connector. (Messages only between related classes)

**F. Multiplicity Incompatibility**: A model contains a connector end of which the multiplicity is more general than the multiplicity of the association typing the owning connector.

**G. Classless Instance Connectable Element**: Using an object in the sequence diagram which is non-existing in the class diagram.

**H. Dangling Connectable Feature Reference**: Every message in the sequence diagram must correspond to a method in the class diagram.

### 4.1.2. Threats to validity

Another point to consider when assessing the soundness of this work is the ability of the method to propose alternatives that will not damage the other parts of the model. This point is not guaranteed by our proposition since it concerns other sub-activities of handling inconsistencies namely, managing dependencies between inconsistencies and evaluating the risks and the impact of the chosen repair action. These activities are out of the scope of this paper but could be considered in future work.

From another perspective, the proposed AHP-based solution also has its weaknesses. In fact, besides determining the criterion weights, the extraction and identification of important criteria are the two main steps followed in the AHP technique. Therefore, human interference with these two activities greatly affects the results. The subjectivity of determining criteria or determining their weights is one of the drawbacks that can negatively impact the technical relevance of the proposed solution.

Decision-making, on the other hand, involves ranking alternatives based on their criteria or characteristics. However, when new alternatives are added to the decision problem, the ranking of the old alternatives may change. This situation is called "rank inversion" and is a well-known problem in decision-making techniques.

### 5. Related Work

As stated in [15], handling inconsistencies can be ensured using different activities including systematically diagnosing inconsistencies and their causes, generating a set of repair actions, evaluating costs and risks, selecting and executing the corresponding actions, in addition to managing dependencies...
between inconsistencies. Nevertheless, the relatively few proposals existing in literature are generally focused on identifying necessary repair actions or managing dependencies between inconsistencies. In contrast, our proposed AHP-based method organizes and analyzes the decision making concerning the inconsistency fixing to improve the repair process. Actually, this method focuses more on how to handle the repairs from a management perspective. Thing that is noticed as not taken into granted in the literature.

In what follows, we present a survey of existing work concerning the aforementioned handling activities:

5.1.1. Generating repair actions

Egyed et al. [28] integrate in the design tool IBM Rational Rose a technique that automatically generates a specific set of changes to fix inconsistencies and provides information about the impact of each change on all consistency rules. To deal with the large number of repair actions, Reder and Egyed [29] represent repairs in a linearly growing repair tree as alternatives and sequences reflecting the syntactic structure of the inconsistent design rule. The approach is automated and tool-based and is applicable to arbitrary modeling and constraint languages. With the same perspective, Marchezan et al. [38] propose an approach that focuses on the immediate cause of an inconsistency to generate a repair tree containing a subset of repair actions focused on addressing this root cause. To reduce repair opportunities, they provide ownership-based filters to filter repairs that change model elements that are not owned by the developer. Da Silva et al. [30] provide a step towards the automation of deciding what needs to be done to restore the models consistency. They propose a method that generates possible repair actions for an inconsistent model. The method also tries to avoid generating unused repair actions by configuring the depth of the explored search space. Puisant et al. [31] try to automate the resolution of design model inconsistencies by using the artificial intelligence technique of automated planning. They generate one or more resolution plans for the purpose of resolving such inconsistencies. They implement a regression planner in Prolog called Badger that generates such plans. They also offer the possibility to adjust the presentation order of resolution plans by modifying the cost function of the planner algorithm. Bo Wang et al. [32] provide a dynamic-priority based approach to interactively fix inconsistencies in feature models. The approach uses the constraint hierarchy theory to automatically recommend a solution to fix inconsistencies and supports domain analysts to gradually reach the desirable solution by adjusting priorities of constraints.

5.1.2. Managing dependencies between inconsistencies

Inconsistent resolutions can lead to new inconsistencies. To address this issue, Mens et al. [33] represented inconsistency detection and resolution as graph transformation rules and applied key pair analysis theory to analyze potential dependencies between model inconsistency detection and resolution. Mens and Van Der Straeten [34] exploit the mechanism of critical pair analysis to analyze dependencies and conflicts between inconsistencies and resolutions in addition to the analysis of the completeness of resolutions. With the same objective, Ohndorf et al. [35], [36] propose possible repairs by tracing unfinished modifications to identify the cause of inconsistencies. Oriol et al. [37] use a logic formalization to automatically compute the repairs of an update. The approach aims to find the minimum additional changes that bring the UML/OCL conceptual schemas to a new state where all constraints are satisfied and to fix up non-executable operations.

6. Conclusion

Inconsistency handling involves many activities, such as identifying possible resolution actions to deal with inconsistencies, evaluating the costs, risks, and benefits of applying those actions, and selecting and implementing a proposed action. In this paper, we focus on helping modelers choose the right solution action for their modeling goals and strategies. To do this, we use the AHP technique to organize and analyze modeling decisions. By using this technique, we implicitly let the modeler specify its various parameters,
namely the important criteria and the weights of the criteria. The obtained results are seen as clues that help in making the right decision. Ultimately, it is up to the software designer to take action to fix detected inconsistencies.

We proposed this semi-automated approach, in which the human intervention is pretty crucial, due to the difficulty of totally automating this process. Making a good choice is a matter of well knowing the context and all the circumstances of the model. This is why it is up to the modeler, after all, to decide which action must be performed.

As future work, we aim to work on a novel approach to generate repair actions taking into consideration the elimination of false and non-minimal repairs, in order to provide small, complete and correct repair actions. The provided repair actions set will be the input of our AHP-based proposed method (the alternatives). In addition to that, we intend to dig deeper to find a way on how to mitigate the subjectivity that can result from the human intervention in the proposed AHP-based solution. On the other hand, and since there is no guarantee to have a correct model when applying a repair action. Because the new design may contain new arising inconsistencies resulting from the actions of resolving other inconsistencies. Then, regardless the approach used to resolve inconsistencies, the repairs should not be seen in isolation and the management of these dependencies should be taken into consideration.
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