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Abstract: Recently, software quality issues have come to be seen as an important subject as we see an enormous growth of agencies involved in software industries. However, these agencies cannot guarantee the quality of their products; thus leaving users in uncertainties. Software certification is the extension of quality by means that quality needs to be measured prior to certification granting process. However, building accurate certification model is hard due to the lack of data in the domain of software engineering. This research participates in solving the problem of evaluating software quality by proposing a model that uses a fuzzy inference engine to integrate both of the processes-driven and application-driven quality assurance strategies. The key idea of the suggested model is to improve the compactness and the interpretability of the model’s fuzzy rules via employing an ant colony optimization algorithm (ACO), which tries to find a good rule description by set of compound rules initially expressed with traditional single rules. The proposed model is an adaptive one that can be seen as taking certification models that have already been built from software quality domain data and adapting them to context-specific data. The model has been tested by a case study and the results have demonstrated feasibility and practicality of the model in a real environment.
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1. Introduction

The past decade has seen the speedy development and diffusion of software that has become very essential in everyday life; thus the quality of the software is a large concern, vital and critical. IEEE defines software quality as the fitness for use of the software product and to conform to the requirements and to provide useful services [1]. Software firms are competing to produce software that is claimed to be good and fulfill user’s expectation and requirements. As a general rule, quality is in the eye of the beholder because different people may view quality in their own perspectives. Software quality assurance affects both immediate profitability and long-term retention of customer interest.

In the previous generation of software development, software quality is measured through static assessment of code’s structure. Expediently, a new development generation realizes that software quality is more than just static features; it should also comprise non-functional, behavioral and human aspects [2]. People who are involved in software such as users, developers are becoming more concern on the other aspects or views of quality. As a rule, a good software development processes do not guarantee the excellent
quality of product. Thus, assessment of end product must be independent from the development process. Assessing software quality at the early stages of the design and development process is very difficult since most of the software quality characteristics are not directly measurable. Nonetheless, quality can be derived from other measurable attributes. For this purpose, software quality models have been extensively used.

In the literature, software quality can be measured via three categories of assessments [3]: 1) Internal measures: depend on internal attributes that relating to how the software product is developed; 2) External measures: based on external attributes that typically measuring the behavior of the code when executed; and 3) Quality is use measures: include a basic set of characteristics that affect the software like productivity and satisfaction. Even though there are several models of software quality available from literature (see [4] for more details); it is still believed that quality is a complex concept, because quality is nothing more than a prescription some like it excellent, good or bad. Thus, there can be no single, simple assessment of software quality suitable for everyone. In this context, the researchers speak of software quality assessment models which can be used to build relationships between the measurable attributes on the one hand and the software quality characteristic of interest on the other.

Certification of software offers organizations more certainty and confidence about the software. Certification of software helps software sales, acquisition, and can be used to certify legislative compliance or to achieve acceptable deliverables in outsourcing. The growth of software certification methodology is a recent innovation in the field of software assessment, which will improve user confidence toward the quality of the software. ISO defines certification as a procedure by which a third party gives written assurance that a product, process or service conforms to specified characteristics [5]. Software certification can be viewed in three different perspectives: personal, processes and product known as a certification triangle [6]. The mixture of these perceptions will produce the best results. At the recent time, communities are starting to accept the certification concept in the software industry.

Two reasons that trust in software certification must come from someone other than the software publisher. The reasons are [7], [8]: 1) by hiring a third party to grant software certificates, publishers shift the responsible on liability concerning quality onto someone else, and 2) unbiased assessment from independent agency may benefit end users. The approach on certifying software through independent third party organization has a potential to change the manner in which software is evaluated, graded and sold. One way to conduct this approach is through the involvement of end users in the process. In this approach, the independent certification body collects valuable information from the user’s environment and collects on how the product is used. The respective agency then produces the report based on significant operational experience created by the users. The second approach is through self-certification by the developer. Each of these methods to assess software has its advantages and drawbacks.

A few certification models have been developed and built in the literature that associated with two distinct approaches [3], [7]-[13]. The primary goal of the first approach is in ensuring that the software development technique is carried out effectively and efficiently to meet the expected quality criteria. It is mainly focused on key factors such as the quality of the process, the quality of the involved people, the use of development technology, the stability of working environment, and finally the project conditions. The second approach focuses with product quality perspective. This approach puts emphasis on grouping quality factors into several working areas. It consists of four main elements: pragmatic quality, assessment team, certification representation, and product certification repository. Each of these specialized parts has separate quality criteria and performs discrete procedures and tasks in the assessment and certification process.

In general, the above mentioned models are intended to be exhaustive and identify both the internal and external quality attributes of the software. But, rarely these attributes have been organized into a sort of
systematic framework. At the same time, there are no guidelines on how to provide an overall assessment of quality rather than focusing on the user view of software. There is an extra issue that relates to the quality; there are priorities between attributes that require assigning weight (by the owner) to reflect the business requirements. In ISO 9126 all attributes are equally important [5]. Reader looking for more information regarding the survey and state-of-the-art software certification models can refer to [14]. The related works strengthen the demand for better quality evaluation and certification that can be formed to ensure that users will be getting software packages that meet expected and contracted quality.

Recently, fuzzy logic—a mathematical tool for dealing with imprecision and information granularity—is used in many software development applications [15]-[17]. For instance, Seth, K. et al. [15] proposed a fuzzy rule based model for guessing the efforts in selecting commercial-off-the shelf software components. This model considers five factors that affect the selections efforts as input to the fuzzy system and provides a crisp value of selection efforts using the rule base. The authors in [16] introduced four integrated parameters to measure software maintainability using a fuzzy model. Still, there are some limitations of fuzzy logic-based software development; the most important of which is that the knowledge does not always completely exist and the manual tuning of all the base parameters takes time. Also, the lack of portability of the rule bases when the dimensions of the software scale change make the difficulty still more serious. To cope with these problems, the fuzzy rule learning (FRL) method has been introduced [18].

1.1. Major Line of the Work

Although, different techniques and third party tools have been proposed in the past for software certification procedure, but to the best of my knowledge no certification scheme automatically handles both of the priorities between attributes and the compactness of the rule bases inside a sort of systematic fuzzy rule learning framework. In comparison with state-of-the-art certification models that require assigning weight by hand to reflect the business requirements; the weight values defined in the suggested model are based on bio-inspired computation that formulates software engineering problems as optimization problems and applies meta-heuristics techniques (genetic algorithms and ant colony optimization) to solve them.

The goal of this paper is to present a fuzzy rule based-software assessment model for developing a software certification application. This model specially considers the problem of combining multiple attributes from direct and indirect measurements to obtain global systematic quality with the aim of improving certification accuracy. The combining strategy is based on matching score, where the measurements generated by the individual attributes are averaged using fuzzy sets and the results is then used in certification evaluation. In this contribution, the proposed model utilizes an ant colony optimization algorithm (inspired from the ant’ pheromone trial following behavior) as a way of facing the FRL problem [19]. To do so, the FRL problem will be formulated as an optimization problem and the features related to these kinds of algorithms—such as heuristic information, fitness function, and pheromone updates—will be engaged.

The outline of the remainder of this paper is as follows. The second section describes the proposed framework for software certification. The test results and a discussion are shown in Section 3. A short summary of this paper and an outlook of future works are given in Section 4.

2. The Proposed Certification Model

The certification model defined in this research is an intelligent tool to support and manage both of process and product quality perspectives. It also provides a mechanism for monitoring of quality and continuous improvement of software quality throughout its life cycle. For certification two types of input are required: 1) one or more software artifacts. The model does not consider only the final software product
(the source code or working system), but also intermediate deliverables like user requirements and detailed design, and 2) one or more properties of these artifacts that are to be certified. These properties can be of one of the following categories: consistency, functional, behavioral, quality, and compliance. The model has been developed underpinning the hypothesis that software assessment can be estimated with the help of fuzzy model. The implementation of the model is divided into four stages as sketched in Fig. 1. The following subsections describe the details of the model.

Fig. 1. Proposed software certification model.

2.1. Software Quality Factor

Given the candidate software product to be assessed that is prepared to be delivered to clients, information on the development process is collected by reviewing all manufactured articles produced during development stages. The first component of the proposed model is the software quality factor. It defines what to be measured in this model. Users may select their motivating quality attributes to meet their clerical requirements, which offer flexibility in the certification exercise. The model’s quality factor includes process quality factor \( (PQ) \) and product quality factor that divides into behavioral attribute \( (BQ) \) and impact attribute \( (IQ) \).

The process quality factor identifies factors that affect the quality of the software process in practice. These factors are \([7-9]\): 1) Process \( (Pr) \): measures the durability of the basic process activities; development, management and supporting; 2) People \( (Pe) \): measures in terms of team’s skill, experience, and knowledge;
3) Environment (E): measures the comfortability and safety concerns in the workplace; 4) Technology (T): measures in terms of procedure, tools, and techniques, and 5) Condition (C): the aspect of quality that measures the time delivery and budget. Formally, the software quality based on the development process factor is a function of the previously introduced factors, plus an error term, ε that represents a quality portion in which the utilized factors can't define:

$$ PQ = f(Pr, Pe, E, T, C) + \varepsilon. \tag{1} $$

The behavioral attribute is defined as the external quality feature of the software. It is derived from ISO 9126 model such as functionality, usability, portability, integrity, etc. [5]. In this model, each attribute is made up several metrics that show the measurement aspects of the attribute. Note that, the quality features defined in ISO model are generic attributes that require some customization for a particular case. The quality of software based on behavioral attribute can be formulated as (A_i is the set of n product attributes):

$$ BQ = f(A_i) + \varepsilon, \quad 1 \leq i \leq n. \tag{2} $$

The impact attribute refers to the human side of quality towards the product and measures the conformity of the software to the user requirements. These attributes are important to balance the quality model between the technical assessment of software and human factor. The impact attributes are decomposed into two distinct sub-attributes: (1) user perceptions (Up), where the metrics include assessing of popularity, performance, environmental adaptability, and trustworthiness; (2) user requirements (Ur), in which the metrics contain user acceptance and satisfaction. The impact factors defined in this model are based on findings from previous empirical study discussed in [8], [20]. This attribute can be written as:

$$ IQ = f(Up, Ur) + \varepsilon, \tag{3} $$

in summary, the total formulation of the quality of a software product is characterized as a linear equation as follow:

$$ Q_{total} = PQ + BQ + IQ + \varepsilon. \tag{4} $$

### 2.2. Measurements Module

Because the software development process activities’ documentation is usually written in human readable format, the metrics that have been defined for process quality factor require manual analysis. For that reason, the measurements used for both impact attributes and process quality metrics are Likert scale of 1 to 3 based on joint outlook among assessment team members, including user, developer and independent assessor (must be an expert in software engineering and software quality). Likert scale is defined as something that we measure the satisfaction based on perception (questionnaire) [7]. This technique presents a set of attitude statements and subjects are asked to express agreement or disagreement of a three-point scale. The scale used in this certification model is recommended to 1=low; 2=medium; 3=high.

On the subject of the behavioral attribute, the available model focuses on the correctness, complexity, efficiency, reliability, completeness and modularity for the performance of management information system, since they have the biggest impact on whether or not the system would be successful. These characteristics appear in all models and therefore, are considered as essential and vital. In general, selection criteria for product quality requirements include tradeoff between the quality characteristics and their priorities.
Another selection criterion is the ability to collect the required data for the metric. Note that, in assessing the existing quality product, it is useful to examine the history of software components in actual use. The following equations (see Table 1) are used to compute the above mentioned software product quality metrics [2], [3], [7], [11]. To satisfy the requirement of the membership function used in the fuzzy logic-based software assessment, the values of each attribute measurement (direct and indirect) need to be transformed into range [0,1] with Gaussian normalization method (see [16] for details). The beauty of this model is that software owner or the stakeholder has flexibility and authority to choose relevant weight values to reflect the the business requirements and constraints. It is normal in a business environment that in some situation certain quality attributes are more important than the others.

<table>
<thead>
<tr>
<th>Metric</th>
<th>Equation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Correctness</td>
<td>$DD = \frac{\sum D_i}{KSLOC}$</td>
<td>Computed via Defect Density ($DD$), where $D_i$ is the total number of defects during the $i$-th code inspection, $L$ equals the total number of inspections to date, and KSLOC indicates the number of source lines of executable code (in thousands).</td>
</tr>
<tr>
<td>Complexity</td>
<td>$C_{\text{program}} = \sum_{i=1}^{m} D_i + m$</td>
<td>Where $D_i$ is the decision count (count of branching, condition and loop control statements) for the $i$-th module and $m$ is the total number of software's modules.</td>
</tr>
<tr>
<td>Defect Removal</td>
<td>$DRE = \frac{Er}{(Er + Dr)}$</td>
<td>Employed to measure efficiency, where $Er$= number of errors found before software delivery, and the $Dr$= number of errors found after software delivery.</td>
</tr>
<tr>
<td>Reliability</td>
<td>$RE = \left( \frac{MTBF}{MTTR} \right) %$</td>
<td>The degree to which a software system behaves robustly over time. $MTBR$ represents the mean time between failure, and $MTTR$ stands for mean time to repair.</td>
</tr>
<tr>
<td>Completeness</td>
<td>$CE = 100 \times \left( 1 - \frac{A_{\text{remaining}}}{A_{\text{total}}} \right)$</td>
<td>The way the software system is decomposed into sub-component. Data coupling is the sharing of data via parameter lists, $item_{ij}$ is the sum of number of input and output items shared between components $i$ &amp; $j$ and $n$ symbols the number of components in the software product.</td>
</tr>
</tbody>
</table>

### 2.3. Ant Colony Optimizer for Fuzzy Rules Design

This module describes the main part of the proposed model, which integrates both of process and product quality attributes via ACO-based fuzzy domain. Inside the fuzzy logic approach, the first step is to transform the discrete values into continuous one, this process is called fuzzification. These are then manipulated in the fuzzy domain by an inference engine based on knowledge base (rule base and database) supplied by domain experts. Finally the process of translating back fuzzy members into single values is named defuzzification [15]-[17]. This unit considers all quality attributes’ measurements obtained from the previous step as inputs and provides a crisp value of certification level as output using the ACO-based rule base. All input values can be classified into fuzzy sets as low (L), medium (M) and high (H). In order to fuzzify the inputs, the trapezoidal function is chosen. In addition the output variable (quality level) is classified into fuzzy sets as poor, basic, good and excellent using the triangular membership function.

It has been observed that the fuzzy systems produce a large rule set, thus affecting the interpretability of the system. Also the generated rule base is complex, thus making the overall inference system complex. One way to improve the interpretability of a fuzzy model consists of trying to identify rules as general as
possible; so that each rule covers the highest number of examples and, this way, the size of the rule base diminishes. However, the goal of finding the optimal set of such general rules is not an easy task. It is possible to extend the syntax of the rules by associating more than one label to each input variable in the antecedent of the rule and by using other relational operators different from the usual equal–to operator. These rules called compound rules $R$ denoted as [21]:

$$R^i : X_j \ op_i \ LX^i_1,\ldots,X_n \ op_n \ LX^i_n \rightarrow LY^i,$$

(5)

here, $op_i \in \{=,\leq,\geq,\div\}$ ($\div$ means between); each $LX^i$ represents both the membership function and the linguistic label of the $i^{th}$ value, $LY^i$ is one label if $op_i \in \{=,\geq\}$, and two labels if $op_i \in \{=,\div\}$. Analogously $LY^i$ is the output fuzzy domain.

In this section, an ACO algorithm is utilized that tries to search for the best transformation of a fuzzy model described initially as a set of single rules in a set of compound rules. ACO is a meta-heuristic algorithm inspired by the behavior of real ants, and in particular how they forage for food with shortest route between their nest and a source of food. This is done using a chemical substance called pheromone trails, which ants deposit whenever they travel, as a form of indirect communication. The ACO is working as follows [22]:

Algorithm 1: ACO Procedure

1. Initialize pheromone trails;
2. Repeat
3. Each ant is positioned on a starting node
4. Repeat
5. Each ant applies a state transition rule to incrementally build a solution and a local pheromone-updating rule;
6. Until all ants have built a complete solution Global pheromone-updating rule is applied
7. Until terminating condition is reached

To apply ACO algorithms to the problem of finding the optimal set of general fuzzy rules, the following steps have to be performed [23], [24]:

1) **Problem Representation:** To apply ACO algorithms to the FRL problem, it is convenient to see it as a combinatorial optimization problem with the capability of being represented on a graph. Herein, there exist two types of edges that the ants will travel:
   (a) $<$i,0,0> allowing the ant to include the $i^{th}$ initial rule in the set of compound rules to form the $i^{th}$ compound rule $R$. The work presented in this paper uses the method introduced in [19] to construct the set of initial rules. The basic idea is to divide the input space into a fuzzy grid and take the rules with a maximum certainty degree in every input fuzzy region of this fuzzy grid as follows:

$$\exists e_i = (x^i_1, \ldots, x^i_n, y^i) \in E, \ LX^i_1, \ldots, \ LX^i_n \neq 0,$$

$$R^i_{LY_k} : LX^i_1, \ldots, LX^i_n \rightarrow LY^i_k,$$

where $\max_{j=1..t} w(R^i_{LY_k})$

$$k = \arg \max_{j=1..t} w(R^i_{LY_k}),$$

(6)

where $w$ is a certainty measure based on $E = \{e^j, \ldots, e^t\}$ that represents a set of $t$ examples. If no example
covers a region no rule will be selected; if several rules take the maximum certainty degree, one of them will be selected randomly.

(b) $<i,j,k>$ allowing the ant to add to the $i$-th compound rule $R_i$ of the $k$-th label $LK_{jk}$ from the fuzzy domain of the $j$-th input variable (i.e. amplifying a compound rule by adding one label to one of its premises).

In this case, each ant will be randomly located in an initial rule (no more than one ant for each initial rule), so that this initial rule will be included in the set of compound rules of the ant. Subsequently, the ant will select one step among the feasible transitions at each ant state.

2) Define the way of assigning a heuristic preference: the heuristic function provides a way to guide the search to the paths containing a good accuracy issue (e.g. the number of positive initial rules the step covers) and a good interpretability subject (e.g. the width of the covering gained with the step). The heuristic function is defined as follows:

$$\eta = \gamma \frac{R_{cov}}{R_{max}} + (1-\gamma) \frac{R_{pos}}{R_{max}},$$

$$R_{max} = \begin{cases} \prod_{l \in L_i} p_l & \text{if the step is } \langle i, j, k \rangle \\ \prod_{l \in L_i} p_l / \max_j \times p_l & \text{if the step is } \langle i,0,0 \rangle \end{cases}$$

(7)

$R_{cov}$ is the number of the input regions of the fuzzy grid covered by the amplification zone and $R_{pos}$ is the number of the input regions with only positives initial rules, $R_{max}$ is the maximum number of input regions covered by the amplification zone, $P$ is the rule’s premises. Finally, the parameter $\gamma$ controls the influence of both accuracy and interpretability in the final value. In this case, each premise in the antecedents of the rules will be described by the ant with a set of labels associated with the corresponding input value.

3) Establish an appropriate way of initializing the pheromone: the pheromone trails refer to information shared by all the ants in the algorithm that stores the past experience collected by all of them about the good /bad selection in the steps. In this case, the initial amount of pheromone deposited in each arc of the graph is computed as:

$$\tau_0 = \frac{1}{2 N_v N_r},$$

(8)

$N_v$ is the number of initial rules and $N_r$ denotes the number of input variable. In this paper, a key issue in the pheromone deposit strategy is the definition of the interpretability level of a compound level. Therefore, the pheromone updating in each step $s$ will be:

$$\tau_s = (1-\rho)\tau_s + \sum_{k=1}^{M} \Delta\tau_s^k,$$

(9)

where $\rho \in (0,1)$ is the pheromone evaporation rate that affects to all the arcs in the graph by which less accurate trails are gradually removed, $M$ is the number of ants and $\Delta\tau_s^k$ is the amount of deposited pheromone on the arc associated with a step $<i,0,0>$ involved in the construction of the final compound rule, $R_k$ by the $k$-th ant that is calculated as:
\[ \Delta \tau^k_x = \frac{R_{cov} \cdot C(R')} {N_{cr}}, \]
\[ C(R') = \frac{\sum_j p_j - c(p_j)} {\sum_j p_j}, \]

(10)

\( N_{cr} \) is the number of compound rules in the final solution, \( C(R') \) refers to the compactness of the rule, and \( c(p_j) \) is the complexity cost of each premise that defined as:

\[
c(p_j) = \begin{cases} 
0 & \text{if void premise} \\
2 & \text{if } (\text{LX}_{jk1}) \\
2 & \text{if } (\text{LX}_{jk2}) \\
3 & \text{if } (\text{LX}_{jk1}, \text{LX}_{jk2}) \\
l+1 & \text{if } (\text{LX}_{jk1}, \ldots, \text{LX}_{jkL})
\end{cases}
\]

(11)

4) **Define the fitness function**: the fitness function establishes the quality of a solution. The measure will be the mean square error:

\[
\text{MSE}(R_k) = \frac{1}{2|E|} \sum_{e_i \in E} \left( y^i - F_k(x^i) \right)^2,
\]

(12)

with \( F_k(x^i) \) being the output obtained from the rule generator by the ant \( K \), when receives the input \( x^i \) of the example \( e_i \) and \( y^i \) being the known desired output. The closer to zero the measure is, the better the solution is.

Once the previous components have been defined, an ACO algorithm has to be given to solve the problem. In this respect, the original ant system version proposed in [23] has been implemented, which applies a random proportional rule for selecting each step and whose pheromone deposit mechanism is run once the solution is completed. An example of the solution obtained by the proposed ACO algorithm for a training set with 20 examples is the following rule base, where the parameters were set as \( M=5, \gamma=0.25, \rho=0.1 \), the number of cycles was bound to 20, and the corresponding run finishes if all the ants in a cycle construct the same set of compound rules.

\begin{align*}
R^1 & : \text{if } x_1 \leq \{M\}, \text{and } x_2 = \{M\} \rightarrow \text{Basic} \\
R^2 & : \text{if } x_1 \leq \{M\}, \text{and } x_2 = \{H\} \rightarrow \text{Good} \\
R^3 & : \text{if } x_1 = \{L\}, \text{and } x_2 = \{L\} \rightarrow \text{Poor} \\
R^4 & : \text{if } x_1 = \{M\}, \text{and } x_2 = \{L\} \rightarrow \text{Basic} \\
R^5 & : \text{if } x_1 = \{H\}, \text{and } x_2 = \{H\} \rightarrow \text{Excellent} \\
R^6 & : \text{if } x_1 = \{H\}, \text{and } x_2 \in \{L, M\} \rightarrow \text{Good}
\end{align*}

In general, it can be observed that the fuzzy model is described, in average, with a low number of rules when compared with the initial fuzzy model and these rules have a low complexity. All the above rules are entered and the rule base is created; a rule will be fired depending on particular sets of inputs. In this case,
using the rule viewer, the output is observed for a particular set of inputs using the Matlab fuzzy logic toolbox. The configuration of the utilized fuzzy system is shown in Table 2.

The interpretability of fuzzy models is one of their key features. Due to this, this feature must be preserved and enhanced instead of being relegated to a secondary place. With this aim, an ACO algorithm has been proposed that finds good descriptions by means of compound rules of fuzzy models initially expressed with conventional single rules. The construction graph allows representing each solution as a sequential addition of labels to the premises in the antecedent, and from the cooperative behavior of the ants good combinations of compound rules emerge.

Table 2. Inputs and Outputs for Fuzzification

<table>
<thead>
<tr>
<th>Type</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>System</td>
<td>Name=&quot;Assessment&quot;, Type=&quot;Mamdani&quot;, Number of Input=2, Number of Output=1, Number of Rule=6, Defuzzification Method=&quot;Centroid&quot;</td>
</tr>
<tr>
<td>Input 1</td>
<td>Name=&quot;Avg(direct measuring attributes)&quot;, Range=[0 1], NumMFs=3, MF1=&quot;Low&quot;: &quot;TrapMF&quot; [0, 0, 0.3, 0.4], MF2=&quot;Medium&quot;: &quot;TrapMF&quot; [0.3, 0.4, 0.6, 0.7], MF3=&quot;High&quot;: &quot;TrapMF&quot; [0.6, 0.7, 1, 1]</td>
</tr>
<tr>
<td>Input 2</td>
<td>Name=&quot;Avg(Indirect measuring attributes)&quot;, Range=[0 1], NumMFs=3, MF1=&quot;Low&quot;: &quot;TrapMF&quot; [0, 0, 0.3, 0.4], MF2=&quot;Medium&quot;: &quot;TrapMF&quot; [0.3, 0.4, 0.6, 0.7], MF3=&quot;High&quot;: &quot;TrapMF&quot; [0.6, 0.7, 1, 1]</td>
</tr>
<tr>
<td>Output</td>
<td>Name=&quot;Quality&quot;, Range=[0 1], NumMFs=4, MF1=&quot;Poor&quot;: &quot;TriMF&quot; [0, 0.25, 0.5], MF2=&quot;Basic&quot;: &quot;TriMF&quot; [0.25, 0.5, 0.75], MF3=&quot;Good&quot;: &quot;TriMF&quot; [0.5, 0.57, 0.9], MF3=&quot;Excellent&quot;: &quot;TriMF&quot; [0.75, 0.9, 1]</td>
</tr>
</tbody>
</table>

2.4. Certification Presentation

This module presents certification-mapping procedure to obtain the associated certification level of the software product. The certification level is used to picture the overall performance of software process development practices. The certification level is determined by the crisp value \( c \) returned from defuzzification operation. The proposed model adopts the certification approach in [8] for identifying and naming of the certification level. This level is shown in Table 3. It is important to note that the ranking of the utilized certification level is flexible and does not fix to the mentioned states.

Table 3. Ranking of Certification Levels

<table>
<thead>
<tr>
<th>Crisp Value</th>
<th>Certification Level</th>
<th>Certification Status</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.9 ≤ ( c ) ≤ 1</td>
<td>4</td>
<td>Excellent</td>
<td>The software satisfies all quality criteria</td>
</tr>
<tr>
<td>0.75 ≤ ( c ) &lt; 0.9</td>
<td>3</td>
<td>Good</td>
<td>Satisfactory quality</td>
</tr>
<tr>
<td>0.5 ≤ ( c ) &lt; 0.75</td>
<td>2</td>
<td>Basic</td>
<td>Acceptable quality</td>
</tr>
<tr>
<td>0 ≤ ( c ) &lt; 0.5</td>
<td>1</td>
<td>Poor</td>
<td>Unsatisfactory quality</td>
</tr>
</tbody>
</table>

2.5. Certification’s Data Warehouse

The final component is the repository, which stores all information and results from assessment and certification exercises. This data is helpful for upcoming analysis and enhancement. Herein, the procedure
of evaluation is applied in a combination of the following approaches: 1) First party evaluation is related to internal product and process assessment; 2) Second party evaluation, is associated with acceptance evaluation on product before delivery; and 3) Third party evaluation, is the independent evaluation by an independent body or a testing laboratory [25].

3. Evaluation of the Model

This section verifies the proposed certification model feasibility using real case study. The case study was carried out with a large governmental organization (Alexandria University-Egypt) and one of the systems in the university was selected to be assessed and certified. The selected system is a Management Information System (MIS) that is considered steady and being used broadly. The assessed system is a large system and operates in each Faculty in the University. During the assessment and certification exercise, the data were collected through multiple data gathering techniques, which include document reviewing, interviewing and observing. The data collection was conducted through a mutual outlook judgment among members in the team, which consists of the independent assessor, developer and users.

Based on the assumption that the assessment and certification can be repeated several times during the life span of the products; two assessments were carried out in two different periods to check the stability of the selected attributes to assess the software. The interim period between the assessments is about 6 months to evaluate the behavioral attribute metrics under diverse conditions. Following the data collection, data analysis was carried out and the results are shown in Table 4. In this case, the result of quality for the direct’ measuring attributes is in range between 75-80 %, while the result of the indirect’ measuring attributes is 70%. The total quality score of this product is computed by averaging the attribute scores through the fuzzy inference engine. The total score of this product is 78.6 %. In this case, this score is mapped into the certification level to obtain the relevant certification status of this product. This shows that the software was developed and implemented with enough involvement of users and management, therefore the quality aspects is considered satisfactory and sufficient.

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Business Management</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sector</td>
<td>Business Management</td>
</tr>
<tr>
<td>Software</td>
<td>Information System</td>
</tr>
<tr>
<td>Development Approach</td>
<td>Out-Source</td>
</tr>
<tr>
<td>Duration of Use</td>
<td>Two year</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Results of Assessment and Certification</th>
</tr>
</thead>
<tbody>
<tr>
<td>Quality Score</td>
</tr>
<tr>
<td>Certification Level</td>
</tr>
<tr>
<td>Certification Status</td>
</tr>
</tbody>
</table>

In general, the application of the case study has demonstrated the feasibility and practicality of the proposed software’s assessment model. The model provides beneficial information to the developers, owners as well as the stakeholders on the quality status of the system. Furthermore, this model has been developed to work with current requirements for certification and quality issues. The experience of this research reveals the potentials in supporting ACO based fuzzy logic technique as an alternative way to merge different attributes instead of attributes’ weighting approaches [8],[12],[25]. In which, the weight values are assigned by the owner of the product based on its organizational requirements and expectations. A significant advantage of the suggested model is that it allows users to choose and design their implementation model of certification which fit with their organization’s requirements and expectations.

The chart in Fig. 2 demonstrates the results in both assessments and illustrates the quality attribute’s
scores in more detail. The first assessment study is labeled in straight line while the second assessment study is labeled in a dotted line. In Kiviat chart the points fall in outer layer are considered better than the points in the inner layers. Each attribute is represented by axis and scores are plotted at the limits between 0-100%. Kiviat graph can be used to easily identify attributes that need attention in this process. Attribute that fall on the limit’s outer layer is considered better quality compares to attributes at inner layers of this graph.

It is clearly shown in the chart that most attributes of the first assessment: correctness, modularity, completeness, usability, and complexity fall in the inner layer compared to the second assessment. This shows that the quality performance of the attributes is enhanced from the first to the second assessment. Whilst the other attributes: efficiency, reliability and integrity have degraded. This degradation may come from several problems such as system hangs and downs for some period of time. The recovery time normally long and it ranges from several minutes to one or two days. This problem causes the low score in efficiency and reliability. Furthermore, integration with other systems operating that causes difficulty to the users to switch from one system to another. The developed certification model does not only offering a mechanism for the certification process, but also providing an alternative mechanism for monitoring of quality and continuous improvement of software quality throughout its life span.

![Kiviat chart of the system quality attributes](image)

There are at least three factors to be considered that influenced the certification level of a candidate software product. The three factors are the operation period in the environment of the candidate, second the weight factors of attributes of the candidate product, and third, the number of rules derived from ACO algorithm. The studies show that the longer the operating period of the software the better result of quality and certification level can be achieved. Clearly, this is true because the software has been updated and corrected accordingly and necessarily by the developers. This relates to the issue of maturity of the software. On the other hand, if the certification exercise is conducted periodically over some time intervals, an unexpected result may be seen because of the aging of the software. The second aspect that influences the result is the weight factors of the product. Without assigning weights factors to quality attributes, the results may indicate different level of certification. Thus, this model accommodates fuzzy logic–based weight factors for all attributes with different level of importance to reflect individual business requirements.

The third aspect that impacts the result is the number of compound rules for fuzzy rule base that can be extracted without leading to inconsistencies or malformations in the final fuzzy model. An inconsistency is produced when a compound rule covers negatively an initial rule (i.e., the compound rule has a different consequent than some of the initial rules it covers). A malformation will be provoked when two or more compound rules with the same consequent overlap in the input space, since they are providing —partially or totally— a redundant information. In general, the support of each compound rule can be defined as measuring the coverage of training patterns.
4. Conclusion

This work towards improving effort in the software certification process, particularly in outlining a system to assess software and determine the software quality status. The proposed model is derived from state-of-the-art certification systems with enhanced features and capabilities that considers both qualitative and user requirement aspects. The persuasive feature of this model is obtained through the hybridizing fuzzy inference tool with ant colony optimization, meta-heuristic engine to fuse different certification levels of software; process and product level.

The advantages of this model compare to other approaches are: (1) remove and eliminate bias assessment and unfairness evaluation by including fuzzy logic tool; (2) an ant colony optimization based local searcher is employed to find the optimal set of compound fuzzy rules to improve the interpretability of a final fuzzy model; (3) the utilized quality factors are derived from the up-to-date ISO model with additional characteristics to accommodate other aspects of software quality requirements; (4) it improves the involvement of participants of various people in the certification process; (5) it enables easy assessment and certification exercises and offers better guidance and procedures; and finally (6) the model able to handle multiple assessment and certification exercises easily and efficiently.

The application on case study has illustrated the practicality and feasibility of the model. Besides, the empirical results prove that the fuzzy-based integrated measures of quality shows a strong co-relation to the assessment accuracy with an aim of supporting certification process. The future model of certification has an intelligence capability and is able to improve itself in the environment. The next strategy is to enhance the model and practice in e-government applications.
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